
 

 
Technical Application Notes

 
Manipulating Time in a Logix Environment 

 
Purpose of this Document:  This document outlines techniques to manipulate time on a Logix 
processor.  This includes adding/subtracting or interpreting time on these systems 
 
Application Description:  There are many uses for time on a Logix processor.   

• first fault detection  
• fault logging 
• processes monitoring 
• coordination with a PC  
• output scheduling 

 
Many of these applications require some form of time manipulation or time interpretation. 
 
Challenges of Time Manipulation in the Logix platform: 
A key differentiator in the controller market is the ControlLogix implementation of time.  Time is actually built into a ControlLogix system as 
an integral part of its operation.  The CST clock (coordinated system time) in its simplest form is a backplane clock propagated between all 
modules on the ControlLogix backplane.  This clock is an integral part of coordination between different modules, for example coordination 
of multiple motion cards, as well as time stamping and scheduling of events on I/O cards.  
 
The processor also keeps a WallClock time.  The WallClock is the current real world time.   
 
Real world time (or WallClock time) is stored in the controller and battery backed up.  The CST backplane time is not battery backed up.  
CST time starts counting in microseconds when the controller is powered up from a base date of  January 1, 1972 ( Version 15 and 
lower) or  January 1, 1970 ( Version 16 and higher ) .  WallClock can then be derived from CST by adding an offset value.  This offset is 
calculated by the controller or can be manipulated manually.   
 
The two main challenges of dealing with time on a Logix controller are: 

• CST clock and the WallClock are both 64 Bit words.  Logix is a 32 bit processor.  Storage of the CST and WallClock 
are in an array of two 32 bit DINTs.  This means special consideration must be taken to add or subtract these numbers 
to compensate for the lower 32 bits rolling up into the upper 32 bits.  Logix does not do 32 bit unsigned math.  That 
means you need to compensate for negative numbers that are in reality positive time represented in the 32nd bit.   

• CST and WallClock, when returned from I/O modules or the controller, are not always in a man readable format.  They 
are typically returned as two 32 bit DINTs in microseconds from January 1, 1972 (Version 15 or lower ) or          
January 1,1970 ( Version 16 or higher ).  The challenge here is interpreting this time in a man readable format, I.E. 
Month, Day, Year, Hour, Second, Millisecond.    

 
Some applications may require time stamps to be sorted in order of their occurrence.  Sample programs for bubble sort and 
insertion sort are included on the RSLogix5000/Project/Samples directory when you install Logix 5000.   
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Math functions on 64 Bit Numbers: 
The most common math operation on time is simple addition and subtraction.  This is typically used for applications such as: 

• Add the WallClock offset to CST to provide WallClock time of the event. 
• Add an offset to the current CST to provide a time for a scheduled output card 
• Subtract time stamps to get the time deference between events 
 

To get an understanding of the challenge here lets examine the following two simple 32 bit math rungs.  The first rung adds 1 to a dint 
equal to 2147483647 (the largest number you can store in 31 bits).  The next rungs compare the product of this addition with the large dint.  
After adding one you would expect this value to be larger then the original DINT.  Note the condition below tests it as if adding one to the 
number makes it smaller.  This is because you have moved into Bit 32 of the DINT which is now a sign bit.  Notice the product of this 
addition is a large negative number, instead of 2147483648.     
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
As strange as this may seem, the binary representation of this number is accurate, even though tests in Logix show this value as negative.  
Continuing to add to this number will continue to produce a less negative number.  So the sequence goes:  

2147483646  
2147483647 
-2147483648 
-2147483647 
-2147483646 

 … 
 -1 (Where negative 1 is the largest number represented by a 32 bit number).   
 
Now let’s apply this to a 64 bit unsigned time stamp.  Time, while itself is unsigned, is represented in Logix as two 32 bit signed DINTs.  
The lower 32 bits (element [0] of the two DINT array) are the least significant bits of time.  Typically addition is performed in this lower 32 
bits.  The complication arises when the value in the lower 32 bits will exceed a 32 bit DINT after the addition of some offset (number goes 
past -1).   
   
Scheduled output cards, like the 1756-OB16IS, only use the lower 24 bits of the CST time as a schedule.  This means math on the upper 
32 bits of the word is not required.  In fact simple addition using an ADD instruction to the lower 32 bits of the CST will provide a number 
that can be passed directly to the output card.  Any rollover into bits 25 or higher is taken into account by the lower 24 bits in time.  Note 24 
bits allow you to schedule up to 16777215 microseconds into the future (16.777215 seconds).   
 
Now for other applications, where it is necessary to actually interpret this time or add a value to it for some other reason, it is a simple 
matter of identifying that the rollover occurred.  In the following example, let’s look at what happens when we add 10 to the largest number 
available to Logix 32 Bit Dint -1 or #16 FFFF_FFFF (4294967295 decimal).   
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In the rung above, we took -1 and added 10 to that number.  Now the result of 9 may look okay, however in 64 bit unsigned math, we just 
rolled over into the upper 32 bits.  i.e. we were at (#16FFFF_FFFF) in hex and added ten.  The result should be (#16 1_0000_0009) but 
instead we’re at (#16 0000_0009).  What this example shows us is that while the lower 32 bits are correct, we need a mechanism to 
identify that the rollover occurred, and track that change into the upper 32 bits of the 64 bit number.  To represent this number as two 32 bit 
Dint’s we should have [H] #16 0000_0001, and [L] #16 0000_0009.   
 
The following sample shows one method for identifying the 32 bit crossover point. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Rung one just adds a number of microseconds (MyAdder) to a CST value (My_CSTOld[0]).  The resulting CST is stored in My_CSTNew.  
Remember this is unsigned 64 bit math using singed DINTs.   
 
Rung two checks for the following conditions if the sign bit is on in the lower original CST time:   

• Is the sign bit off in the resultant (that means we’ve crossed over FFFF_FFFF) and need to add 1 to the upper 32 bits. 
• Is the resultant more negative then the original.  That means we’ve crossed FFFF_FFFF and our new number just happens to 

have the sign bit on.  If this is the case, add 1 to the upper 32 bits. 
 
Rung three checks for the following conditions if the sign bit is off in the lower original CST time: 

• Is the sign bit of the resultant also off, if so is the resultant less then the original value.  If this is the case add one to the upper 32 
bits.   

Examples: 
 Let’s run thru some examples.   
  1 +  1 = 2  ( in unsigned math = 1 + 1 = 2) no rollover in lower 32 bits. 
  1 + -1 = 0 (in unsigned math = 1 + FFFF_FFFF = 1_0000_0000) rollover into next 32 bits uses rung 3 
  -1 + 10 = 9 (in unsigned math = FFFF_FFFF +  0000_000A = 1_0000_0009) rollover into next 32 bits uses rung 2 
  -1 + -1 = -2 ( in unsigned math = FFFF_FFFF + FFFF_FFFF = 1_FFFF_FFFE) rollover into next 32 bits uses rung 2 
 
Note this is just a simple technique for adding numbers to time.  It only covers adding less then 32 bits of microseconds to the CST (one 
rollover)  In the event that you need to add more than 4294967295 microseconds to a number (FFFF_FFFF) first divide the number by 
FFFF_FFFF and add the integer resultant to the upper 32 bits.  The remainder of this division is added to the lower 32 bits using the above 
technique.   
 
When adding CST numbers to other CST numbers it requires both the upper and lower 32 bits be added together.  First add the upper 32 
bits together, and then add the lower 32 bits using the technique described above.  The Logix system has no provisions for storing more 
then 31 bits in the upper 32 bits of time.  The sign bit should always be ignored in the upper 32 bits.  This bit is reserved to identify if the 
time stamp is synched with a CST master.   
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Interpreting 64 Bit Time Stamps as Day/Month/Year/Hour/Minute/Second/Microsecond: 
Decoding a 64 bit time stamp is a complicated operation.  It requires a significant amount of code to correctly interpret the time which is 
represented as the number of microseconds that have occurred since January 1, 1972 ( Version 15 and lower) or January 1, 1970 ( 
Version 16 or higher ).  A sample application is available on Logix5000  V16 Cd or higher that provides a routine that inputs a CST and 
outputs time in a Gregorian format (Time_64Bit_Interpreted.ACD).   
 
 
 
 
 
 
 
 
 
A couple alternative methods for deriving Gregorian Time: 

• If your system contains a 1756HP-GPS module, that module is capable of receiving time stamps and returning them in Gregorian 
time. 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

• If you do not care about the current WallClock of the controller in use, you can write this 64 bit number to the controllers 
WallClock object using an SSV.  Then immediately read back the WallClock time in Gregorian format.  This will be inaccurate by 
the amount of time that the instructions take as the WallClock will begin counting in microseconds as soon as the SSV is 
complete.  If your application can withstand a few milliseconds inaccuracy this technique can be valid. 
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• Please indicate where in the control architecture this solution has been applied: 
 

 From the HMI workstation to a higher-level computer system 
 At the HMI level 
 Between the HMI workstation and the controller(s)  
 From controller to controller (peer to peer or peer to lesser controller) 
 Controller code specific to the application or required for the application 
 From controller(s) to field devices 
 At the field device 
 Other aspects of the application 
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Important User Information 
Solid state equipment has operational characteristics differing from those of electromechanical equipment. Safety Guidelines for the Application, Installation and Maintenance of 
Solid State Controls (Publication SGI-1.1 available from your local Rockwell Automation sales office or online at http://www.ab.com/manuals/gi) describes some important 
differences between solid state equipment and hard-wired electromechanical devices. Because of this difference, and also because of the wide variety of uses for solid state 
equipment, all persons responsible for applying this equipment must satisfy themselves that each intended application of this equipment is acceptable. 
In no event will Rockwell Automation, Inc. be responsible or liable for indirect or consequential damages resulting from the use or application of this equipment. 
The examples and diagrams in this document are included solely for illustrative purposes. Because of the many variables and requirements associated with any particular 
installation, Rockwell Automation, Inc. cannot assume responsibility or liability for actual use based on the examples and diagrams. 
No patent liability is assumed by Rockwell Automation, Inc. with respect to use of information, circuits, equipment, or software described in this document.  


